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ABSTRACT

While 3D printing has been making significant strides over the past decades, it still trails behind mainstream manufacturing due to its lack of scalability in both print size and print speed. Cooperative 3D printing (C3DP) is an emerging technology that holds the promise to mitigate both of these issues by having a swarm of printhead-carrying mobile robots working together to finish a single print job cooperatively. In our previous work, we have developed a chunk-based printing strategy to enable the cooperative 3D printing with two fused deposition modeling (FDM) mobile 3D printers, which allows each of them to print one chunk at a time without interfering with the other and the printed part. In this paper, we present a novel method in discretizing the continuous 3D printing process, where a desired part is discretized into chunks, resulting in multi-stage 3D printing process. In addition, the key contribution of this study is the first working scaling strategy for cooperative 3D printing based on simple heuristics, called Scalable Parallel Arrays of Robots for 3D Printing (SPAR3), which enables many mobile 3D printers to work together to reduce the total printing time for
large prints. In order to evaluate the performance of the printing strategy, a framework is developed based on directed dependency tree (DDT), which provides a mathematical and graphical description of dependency relationships and sequence of printing tasks. The graph-based framework can be used to estimate the total print time for a given print strategy. Along with the time evaluation metric, the developed framework provides us with a mathematical representation of geometric constraints that are temporospatially dynamic and need to be satisfied in order to achieve collision-free printing for any C3DP strategy. The DDT-based evaluation framework is then used to evaluate the proposed SPAR3 strategy. The results validate the SPAR3 as a collision-free strategy that can significantly shorten the printing time (about 11 times faster with 16 robots for the demonstrated examples) in comparison to the traditional 3D printing with single printhead.

1. INTRODUCTION

Since its invention three decades ago [1], additive manufacturing (AM, a.k.a., 3D printing) has made great leaps from a rapid prototyping tool [2] towards digital manufacturing [3]. However, the lack of scalability in both print size and print speed with existing 3D printers remains a serious barrier for AM to be adopted for mainstream manufacturing. To increase the print size, larger and larger printers have been developed, such as the big area additive manufacturing (BAAM) system developed by Oak Ridge National Lab [4] and the Sciaky EBAM 300 machine (one of the world’s largest electron beam-based 3D printers), which dramatically drives up the machine cost. In addition, the resolution of the large 3D printers is usually very coarse in order to finish the printing of large objects in a reasonable amount of time (usually in many hours or even days). This process typically requires additional post-machining and processing to achieve the desired manufacturing tolerances and leads to higher manufacturing costs. To increase the print speed without coarsening the printing resolution, the general approach is to parallelize the printing process using multiple printheads or shifting from pointwise printing to linewise or layerwise printing (i.e., print one line or one layer at a time). Many new 3D printing processes have been developed, such as continuous liquid interface production (CLIP) [5], Project Escher by Autodesk [6], multi-beam laser additive manufacturing (MB-LAM) [7], selective mask sintering (SMS) [8], high-speed sintering (HSS) [9], selective inhibition sintering (SIS) [10, 11], microheater array powder sintering (MAPS) [12, 13], robotic cell for multi-resolution as well as multi-material layers 3D printing [14, 15] and, binder jetting [16]. While these processes can significantly improve the printing speed for small parts, they do not scale well with the print size due to the increasing aspect ratio of the layers (i.e., the XY dimension of each layer is significantly larger than the layer thickness in the Z dimension), which makes it difficult to achieve uniform printing quality across the whole layer (e.g., a small relative error in XY direction may lead to significant relative error in Z direction) and requires 3D printers with higher accuracy of motion. Some of these processes (e.g., CLIP) may have inherent challenges with the large cross-sectional area.

Therefore, it remains a challenge to provide the scalability in both print size and print speed such that large objects can be printed with variable and desirable resolutions. To address this challenge, two conditions must be satisfied. First, the printing must be kept local so that the aspect ratio of each layer can be maintained at an appropriate level. Second, the printing process must be parallelized to increase printing
speed. Chunk-based cooperative 3D printing (C3DP), which envisions a swarm of printhead-carrying mobile robots work together to print a large object, holds the promise to provide a scalable solution to 3D printing. In chunk-based C3DP, a large object is first divided into chunks and each mobile 3D printer prints one chunk at a time, layer by layer as illustrated in Figure 1. Such a process keeps the printing local with small chunk size, i.e., keeping the cross-section of the chunk layer small. In addition, since multiple mobile 3D printers are available during the printing process, parallelized printing can be realized to scale the print speed. Chunk-based C3DP allows mobile robots carrying various types of printheads (e.g., filament extrusion, inkjet, gripper for pick-and-placing pre-manufactured components, etc.), which provides a potential solution to overcome the limitations of individual 3D printing processes and to incorporate pre-manufactured components (e.g., circuit boards) in 3D printed parts for digital assembly.

Figure 1. Illustration of chunk-based cooperative 3D printing: two mobile 3D printers working together to print a large object one chunk at a time. Each chunk is printed layer by layer. The chunks are marked by alternating blue and red colors.

In our previous work, we have developed a chunk-based slicer for cooperative 3D printing, which could complete a print job using two FDM mobile 3D printers without interfering with each other or the printed materials. However, it remains a challenge to scale the C3DP process to many mobile 3D printers. The complexity compounds further if an optimal scaling strategy is desired because of the esoteric nature of the problem, as not only does it involve path planning for multiple mobile robots to print a desired part, making it a NP-hard problem to solve [17], but it also involves multi-stage decision making such as chunking, task allocation, collision avoidance, etc., that are interdependent on each other (see the following section for detailed discussion). For example, in Figure 1, two robots are working together to print a part, some of the decision that needs to be made prior to printing are: How do we chunk the part so that it is optimal for two available robots? How does the chunking change if four robots were available instead of just two? How can we do a balanced task allocation between the available robots after chunking? How can we optimally schedule the printing of the chunks with available robots? So, rather than attempting to find an optimal solution, in
this paper, we present a working strategy based on a simple heuristic that enables many mobile 3D printers to work cooperatively to finish a printing job without interference. More specifically, we developed a heuristic scaling strategy, called Scalable Parallel Array of Robots for 3DP (SPAR3, pronounced as “spare”), for scheduling the printing job (a part has to be chunked first, using one of the chunking strategies prior to scheduling) to enable C3DP using multiple FDM-based printing robots. To better describe the scaling strategy, we established a general mathematical construct to represent any strategy using a directed dependency tree (DDT). In order to evaluate the validity and performance of any scheduling strategy, we established a set of geometric constraints that a C3DP scheduling strategy must satisfy. It is worth noting that the proposed evaluation framework is general enough to compare different strategies and can be used to formulate an optimization framework for optimal C3DP scheduling strategy development. To validate the SPAR3 strategy, a C3DP slicer is developed to chunk, slice, and schedule the printing process, which generates motion commands (i.e., G-code) for the mobile 3D printers. These commands are then interpreted in a developed simulator environment to visualize and simulate the entire C3DP process [1]. Finally, the proposed evaluation framework is used to estimate the total printing time and the results are compared with those from the simulations. The results show SPAR3 works effectively and the evaluation framework can effectively assess the validity and performance of the scaling strategy.

The remaining of the paper is organized as below. In Section 2, we discuss the research gap between multi-robot systems and cooperative 3D printing. Section 3 presents a chunking strategy along with the corresponding chunking constraints. We then present a scheduling strategy that is scalable to a large number of robots based on simple heuristics. In Section 4, we present a general framework to evaluate the scheduling strategy based on Directed Dependency Tree for assessing the performance of a scaling strategy based on total print time. Geometric constraints are mathematically represented in Section 4.2 followed by the validation of SPAR3 strategy using the formulated geometric constraints. In Section 5, we present the implementation and validation of SPAR3 strategy using two simple geometric models with the developed simulator. Conclusions and future work are discussed in Section 6.

2. RESEARCH GAP

Although multi-robot systems (MRS) have been studied extensively during the past decades, little has been reported on MRS-based 3D printing platform. In the literature, multi-robot systems are mostly employed to solve problems that are discrete in nature, e.g., foraging, pick and place assembly, rescue mission, pattern formation, etc. Discrete problems are defined as a set of problems that take a discrete number of steps to find a solution or achieve an objective. These problems include tasks that have distinct starting and ending points. For example, J. Alonso-Mora, et al. studied the path planning for a team of robots to navigate through static and dynamic obstacles in order to attain collision-free target formation [18]. N. Mishra et al. presented a method to generate a sequence for multi-robotic assembly using Connectivity Graph and the
Liaison method [19]. M. Gombolay et al. developed a centralized algorithm Terico to generate a fast schedule with simple temporospatial constraints for a multi-robot system, which could perform near-optimal task assignments and schedules for up to 10 robots and 500 tasks in less than 20 seconds on average [20]. A. T. Rashid et al. demonstrated a new method of collision-free navigation of multiple robots in a dynamic environment based on reciprocal orientation [21].

While these studies have made notable advances in MRS planning, they are not directly applicable to 3D printing because 3D printing is a continuous process where materials are continuously deposited in space-time until the desired part is completed, which poses new challenges for realizing cooperative 3D printing with many robots. No existing methods can take a digital model (e.g., an STL file) and directly do planning for 3D printing with multiple robots in the continuous space-time. To overcome the challenge, we developed a chunk-based approach that divides the digital model into chunks and thus discretizes the continuous process into a multi-stage process, as illustrated in Figure 2. However, the discretization does not turn this continuous problem into a regular discrete problem studied in existing MRS literature because there are inherent inter-dependencies between the multiple stages resulted from the continuous nature of the problem, as represented by the double arrows in Figure 2. To be specific, chunking does not only depend on the geometry of the digital model, but also the number of available robots, the scheduling strategy, and the path planning, to make sure the printing process is physically feasible. Similarly, the geometric constraints are dynamically changing in space-time with a strong dependency not only on the geometry of the digital model, but also on the chunking, scheduling, and path planning strategies. These unique challenges distinguish cooperative 3D printing from existing MRS research in terms of planning strategies.

![Flowchart showing the discrete stages of cooperative 3D printing](image)

*Figure 2 Flowchart showing the discrete stages of cooperative 3D printing*
Compared to other existing 3D printing methods, cooperative 3D printing prevails in many areas. First, it offers one of the most flexible manufacturing platforms because it can be easily deployed (by placing the mobile robots in the dedicated area), scaled up and down (adding or removing robots), and re-configured (adding or changing the type of robots). Second, it is more robust than the centralized manufacturing systems because malfunctions of individual robots can be kept local and will not break down the entire platform. In addition, the print size is not limited by the size of the printer since the mobile robots can roam over the entire factory floor. Also, the use of multiple robots allows multi-color and multi-material printing, the cooperation between multiple processes (e.g., inkjet and extrusion), and the integration of pre-manufactured components to bridge the gap between traditional manufacturing and 3D printing. The research, in fulfilling these promises of cooperative 3D printing, is still in its infancy. In this paper, we present the first working scaling strategy for enabling many robots printing together. The key contributions are summarized below.

1. First, it presents a new method of 3D printing – cooperative 3D printing, in which multiple mobile 3D printing robots work together to complete a print job.
2. Second, it presents a new method in discretizing the continuous 3D printing process, where the desired part is discretized into chunks, resulting in the multi-stage 3D printing process.
3. Third, this paper presents the first working scaling strategy that enables the cooperation of many mobile 3D printers.

3. SCALABLE PARALLEL ARRAY OF ROBOTS FOR 3D PRINTING (SPAR3) STRATEGY

In C3DP, a printing strategy is composed of two separate, yet related stages: chunking and scheduling. The chunking stage includes dividing a digital model at large into chunks (or printing tasks in more general terms) so that each chunk can be printed by a single printing robot. The scheduling stage deals with the assignment of the divided chunks to individual robots and generating a print sequence for each robot in order to achieve a collision-free printing. In our previous work, we demonstrated this process with a two-robot system [1]. Due to the inherent complexity of the printing process and the lack of an existing mathematical formulation of the printing strategy, the logical first step is to search for a working strategy based on simple heuristics instead of seeking an optimal printing strategy. In this section, we present a heuristic-based scaling strategy – Scalable Parallel Arrays of Robots for 3DP (SPAR3).

3.1 Chunking

Given a printing object, a chunking strategy is used to divide the part into smaller chunks. In this paper, we adopt the chunking strategy with a sloped interface because this strategy has previously been studied and has been proven to maintain sufficiently strong adhesion between chunks for FDM process [22]. In the sloped interface chunking, a part is divided first vertically and then horizontally such that each of these chunks has an either positive or negative slope on each side, as shown in Figure 3. The positive
slope refers to a slope with an angle $\theta_c$ smaller than 90° whereas the negative slope refers to the one with an angle larger than 90°. For example, the chunk in Figure 3(d), shows a central chunk with all four positive slopes. The shape of the chunk differs based on the sloped surfaces it has on each side. Due to this reason, the chunk located at coordinate 23 (row 2 and column 3 in Figure 3(a)) has a different shape (positive slope on both horizontal ends whereas, a negative slope on inside and positive on outside in vertical ends) than the central chunk. The exploded top view in Figure 3(a) shows the shape of each chunk at a different row and column location whereas, the dimetric view in Figure 3(b) shows the boundary lines on a part at which the division takes place. The dimension associated with the chunks are depicted in Figure 3(d).

To ensure the printability of a chunk, the following constraints need to be satisfied.

1. As shown in Figure 4(a), if $\theta_c$ is the angle of the sloped bonding interface between the chunks, $\theta_e$ is the angle of the exterior of the extruder nozzle from the vertical, and $h$ is the tallest height of the chunk, and the overall depth of each chunk is $D_c$, then $\theta_c$ is guided by the following equations (1) and (2).

$$\theta_c \leq 90 - \theta_e \quad (1)$$

$$\theta_c \geq \tan^{-1} \left( \frac{h}{0.5D_c} \right) \quad (2)$$

Equation (1) must be satisfied, otherwise the nozzle, in Figure 4(a), will interfere with the printed part of the chunk; however, if the angle is too small, the wheels of the robots will interfere with the printed chunk as the robot moves to print the other end of the chunk (right edge of the chunk in Figure 4(a)). Thus, the
minimum value for slope angle that can be used for sloped surface chunking strategy is given by equation (2), which is bounded by the maximum value of $D_c$.

2. If the reach of the printhead arm is $D_e$, which is the lateral distance between the point of material extrusion and the nearest part of the wheels and/or chassis of the robot, and the overall depth of each chunk is $D_c$, the following equation must hold true.

$$D_c \leq D_e$$ \hspace{1cm} (3)

3. If the width of the robot is $W_r$ and the width of the chunk is $W_c$ as illustrated in Figure 4(b), the following should be true in order to avoid potential collision.
between adjacent active robots in a row. This chunking constraint is only applicable to chunking strategy if used in conjunction with SPAR3.

\[ W_c \geq W_r \]  

(4)

The SPAR3 strategy divides the object into columns and rows. After printing the center row, the robots on both sides of the center row retreat to print more rows. The number of columns \( n_{cols} \) directly determines how many robots can be used on each side of the center row for SPAR3 strategy (i.e., 2 columns for 1 robot on each side of the center row). Based on the chunking constraints presented above and the number of robots available for printing, the total number of chunks can be determined with the following procedure.

1. **Number of chunk columns** \( (n_{cols}) \): The maximum number of chunk columns can be determined by dividing the entire length of the part by smallest chunk width, which is equal to the width of the robot. Thus, if the length of a part is \( L \) and the width of the robot is \( W_r \), then,

\[
\text{Maximum number of chunks column} \ (n_{cols}^{\text{max}}) = \frac{L}{W_r} \]  

(5)

Once the upper bound is calculated, the ideal number of chunk columns for given number of robots \( (N) \) can be calculated using equation below:

\[
\text{Number of chunks column} \ (n_{cols}) = \min(N, n_{cols}^{\text{max}}) \]  

(6)

2. **Number of chunk rows** \( (n_{rows}) \): The number of chunks rows on the other hand is guided by the constraints related to the chunk depth (Equation 3). Using the depth constraint, we calculate the minimum number of chunk rows for the part by dividing the width of the part by the largest chunk depth permitted, which is equal to the reach of the printhead arm of the robot. Thus, if the width of the part is \( W \) and the reach of the printhead arm is \( D_e \), then,

\[
\text{Minimum number of chunk rows} \ (n_{rows}^{\text{min}}) = \frac{W}{D_e} \]  

(7)

The ideal number of chunk rows is not dependent on the total number of robots available for printing. For SPAR3 strategy, smaller number of chunk row is desirable in order to avoid unnecessary travel between the print sequences. Although, if the number of chunk rows is less than three, only half of the printing robots can be utilized for printing which diminishes the printing efficiency. On the other hand, it also needs to be ensured that the top base of the center chunk \( (D_t) \) is twice as wide as the distance between the nozzle and the end of the hardware \( (D_n) \). This is to avoid collision between the different printheads of the robots working on either side of center chunk as shown in Figure 4(d).

---

1 If the result is non-integer, it is rounded up to next larger integer
Once the number of chunk columns and number of chunk rows are calculated, the total number of chunks can be calculated using the following equation,

\[
\text{Total number of chunks} = n_{\text{cols}} \times n_{\text{rows}}
\]  

(8)

3.2 Scheduling

The output of chunking, the chunks, along with the number of available robots are taken as input for print scheduling. Scheduling consists of two main aspects: chunk assignment and chunk scheduling.

a. **Chunk assignment**: An example of chunking outcome is depicted in Figure 3(a), which has five rows and four columns of chunks. Each chunk is assigned to an individual robot. Each adjacent pair of chunks in a row is assigned to a single robot, such that there is a gap between the active robots (robots that are printing) at any given time to prevent collision between them. For example, as illustrated in Figure 5 (a) and (b), chunks 31 and 32 (represented in Figure 3(a)) are assigned to the same robot and chunks 33 and 34 are assigned to the second robot. Doing so would prevent collision between the first and the second robot while they are working in parallel. Additionally, each row of chunks is assigned to only one of the rows of the robots so that there is no inter-row collision between them. For example, the row of chunks containing chunks 51, 52, 53 and, 54 (represented in Figure 3(a)) is assigned only to robots at the bottom in Figure 5.

b. **Chunk scheduling**: After the completion of chunk division and chunk assignment, a print sequence is generated based on the dependency relationship between chunks. Based on the dependency, the chunks can be divided into three types:

1. Seed Chunk: Seed chunks are the chunks that are printed first in a print job and have positive bonding slope on all sides unless they are an end chunk. In Figure 3, the chunk located at the third row and the third column (location 33) and chunk 31, in the top view, are the seed chunks.

2. Parent Chunk: Parent chunks are the chunks that need to be printed prior to printing any other chunks. In Figure 3, the seed chunks located at 33 and 31 are parent chunks of chunks 32 and 34.

3. Daughter Chunk: Daughter chunks are those that cannot be printed until after their respective parent chunks are completed. Daughter chunk could either be a gap chunk or dependent end chunk. In Figure 3, the chunk located at 34 (dependent end chunk) is an example of a daughter chunk of the seed chunk located at 33. If a daughter chunk is located in between two parent chunks, in the horizontal direction, we refer to it as a gap chunk. In Figure 3, the chunk located at 32 is referred to as a gap chunk.

Using the printing object shown in Figure 3 as an example, the SPAR3 strategy in conjunction with the sloped surface chunking method is depicted in Figure 5. Chunks are assigned to four 3D printing robots and printing begins at the center of the printing area and then expands into two opposing rows of robots.
every other chunk (seed chunks) as shown in Figure 5(a) while the others standby at the safe distance to avoid collision with the active robots. So, the robots printing the seed chunks will be the only group of robots that accomplish the center chunks. Once the seed chunks are complete, the same initial robots move over to print the gap chunks in order to fill the gap between the parent seed chunks (Figure 5(b)). After the completion of the central chunk row, the active robots retreat to begin printing the next row of chunks. Meanwhile, the robots that were on standby, become active and begin printing the second row of chunks on the other side of the central row (Figure 5(c)). Both sets of the active robots follow the same strategy, i.e., print parent chunks → move over to fill the gap → print the daughter chunks → move to next row, till the print job is complete, as shown in the snapshots of Figure 5.

Thus, the heuristic approach, SPAR3 strategy, used in conjunction with sloped-interface chunking strategy can be outlined in the following manner. The first and the
second steps are related to the chunking, the third step is related to chunk assignment, while the fourth and the final step are related to chunk scheduling.

1. Determine the maximum number of chunk columns using equation (5) and minimum number of chunk rows using equation (7).
2. Determine the number of chunks based on number of robots available for printing along with the values obtained from Step 1 using equation (8). The total number of chunks) along with the total number of robots available for printing are the inputs for the subsequent step, i.e., chunk scheduling.
3. The chunks assignment is done based on the proximity of chunks. For example, the robot that prints the center chunk of the center row is also assigned with the chunk next to it in order to minimize unnecessary movements. Alternate parent chunks are assigned to different robots. Their daughter chunks are assigned to the same robots such that once the parent chunks are printed, the robots can start working on the adjacent chunks (daughter chunks) without repositioning moves.
4. Chunk scheduling:
   i. The printing begins with the center seed chunks with half of the total number of robots available.
   ii. Once complete, these robots then move to print the daughter chunks in the center row.
   iii. Once center row is complete, the active robots move back to start working on the second row. The remaining robots become active and start working on parent chunks on second row on other side of the center row.
   iv. The printing of daughter chunk follows afterwards. This process continues until the part is complete.

4. EVALUATION FRAMEWORK

While it is possible to illustrate a printing strategy as presented in Section 2, the lack of a formal language to describe a printing strategy makes it difficult to evaluate the performance of the printing strategy. In this section, we present a graph-based language based on directed dependency tree (DDT) to capture the most critical information of a printing strategy – the dependency relationship between chunks and the sequence of a printing process. Based on the DDT description, we develop a framework to estimate the total printing time of a given printing strategy. Based on the insights obtained from the SPAR3 strategy, we also formulate a set of constraints that a valid printing strategy must satisfy. If used in conjunction with DDT, these constraints can facilitate the development of new (and even optimal) printing strategies and meanwhile evaluating their validity and performance.

4.1 Chunk Dependencies and Directed Dependency Tree

One of the most important aspects of a valid printing strategy is to clarify the dependency relationship between chunks. A tree is a graphical representation that has
been widely used to describe hierarchical relationships in various disciplines (e.g., computing, network representation). We adopt and adapt the tree concept, specifically the directed dependency tree (DDT) [19, 23] in our study to describe the dependency between chunks and printing sequence. Specifically, the chunks are represented as nodes and the dependency relationships are represented as directed edges between nodes. The print sequence starts at the top of the tree and moves down along the edges of the tree. The chunks that are not dependent on one another can be printed by multiple robots in parallel. For example, Figure 6(a) shows a printing scenario where two robots work together on a workpiece that consists of 7 chunks (labeled 0 through 6) and, Figure 6(b) shows the corresponding dependency tree. The top row with the chunk labeled 0 is printed first, followed by chunks 1 and 4, and so on and so forth.

![Figure 6(a) Simple two-robot chunking and (b) dependency tree](image)

The SPAR3 strategy can be described in a similar fashion. Figure 7 shows the DDT of SPAR3 strategy when printing an object divided into 20 chunks (labeled 0-19) with four robots, which yields more intricate dependencies. The nodes show multiple dependencies compared to one dependency per node in Figure 6(b). In addition, there are cross column dependencies. For example, node 2 has a dependency relation with node 0 of the same column as well as with node 1 of a different column. Figure 5 illustrates the actual printing scenario generated using the DDT in Figure 7(b).

Due to the rich information embedded in the dependency tree, many useful metrics from graph theory could be used to quantify and evaluate the performance of the printing strategy. For example, the depth of the tree (the number of rows in a tree) represents a total number of sequence (total number of printing steps), whereas the width of the tree (the total number of columns) determines the number of robots needed in printing. But after all, we are mostly interested in the total print time. To this end, we focus on two factors: a) the time that a robot takes to complete the current chunk and, b) the time that a robot or group of robots take to complete its dependencies (i.e., the chunks that needs to be printed prior to printing the current chunk). In order to simplify the calculations, the time it takes for repositioning moves (the time it takes for printer to move from the end of one chunk to the start of next chunk) was neglected when implementing SPAR3 strategy. The reasons of doing so are twofold:
1. While calculating the repositioning time, path planning issue inevitably becomes a concern. For example, there could be printed materials on the way of a robot moving from point A to point B. Therefore, a collision-free path must be solved in order to realize the printing schedule. This is especially true for strategies other than SPAR3 that require more movement on complex paths in between print cycles. The path planning issue for multi-robot system in itself is a NP-hard problem. The integration of path planning into DDT for C3DP is our ongoing research which aims to develop a more comprehensive framework. But it is out of the scope of this paper.

2. For SPAR3 strategy, the repositioning time does not result in significant errors in total print time because the chunks are adjacent to each other and thus the robots do not have to travel much to get to the start of next chunk. This is especially true for simple geometries, but as the complexity of the geometry increases, the repositioning time may have impact on the total print time and will have to be taken into account. This can be observed in the case studies presented in the paper. The error percentage between the calculated print time and the simulated time is larger for map of Arkansas, which is geometrically more complex than a rectangular prism that has smaller error percentage between the two printing times.

For a given DDT, $D$, for node $c_i$, let $t(c_i)$ represent the amount of time a robot takes to print this single chunk. Then, the total time needed to complete printing the chunk $c_i$ is the sum of the time it takes to complete printing all of its dependencies, $T[c_i^1, ... , c_i^{n_i}]$ and the time it takes to print this chunk, $t(c_i)$. This can be expressed as the following recursive function, where $T$ outputs the completion time of a chunk at the node, $c_i$ and $[c_i^1, ... , c_i^{n_i}]$ represents all the dependencies of the chunk at that node. For the nodes that do not have dependencies (for e.g., chunk 0 and 1 in Figure 7(b)), 0 is taken as the maximum value in the following equation.

![Figure 7(a) Four-robot chunking and (b) dependency tree](attachment:Figure_7.jpg)
\[ T(c_i|D) = \max\{T(c_i^1|D), ..., T(c_i^n|D), 0\} + t(c_i), i = 1, 2, 3 ... N \] 

where \( n_i \) is the number of dependent chunks of chunk \( c_i \) and \( N \) is total number of chunks in a printing schedule.

For example, for the DDT shown in Figure 7(b), the time at which chunk 5, which has chunks 3 and 2 as its dependencies, finishes printing is given by

\[ T(c_5|D) = \max\{T(c_3^2|D), T(c_3^3|D), 0\} + t(c_5) \]

Chunks 2 and 3 has chunks 0 and 1 as their dependencies, so above equation can be further expanded to the following,

\[ T(D, c_5) = \max\{(t_0 + t_2), (t_1 + t_2), (t_1 + t_3)\} + t(c_5) \]

Using the same logic, the equation (9) translates to the total time needed to print the entire sequence, \( T_{total} \), in a dependency tree, \( D \), with \( N \) chunks, which is sum of time it takes to print the last chunk and time it takes to print all of its dependencies as described in equation (10).

\[ T_{total} = T(c_N|D) = \max\{T(c_N^1|D), ..., T(c_N^n|D)\} + t(c_N) \] 

4.2 Geometric Constraints

Once a printing strategy is described by a DDT, it becomes convenient to generate new printing strategies by using a tree generator to create new DDTs. However, not all DDT will be valid due to potential physical constraints. For example, to print the object shown in Figure 3, a chunk with positive slope (e.g., chunk 33 in Figure 3(a)) needs to be printed prior to printing adjacent chunks with a negative slope (chunks 32 and 34 in this case). Otherwise, there will be a collision between the nozzle of the printer and the printed chunk. Therefore, we need to formulate a set of constraints against which a printing strategy can be evaluated. These constraints can then serve as a sufficient condition to validate a printing strategy. In other words, if a printing strategy doesn’t violate any of the constraints, the printing strategy should be valid, and the printing process will be guaranteed collision-free.

If there is no geometric constraint, any printing strategy will be valid, and all chunks can be printed simultaneously, which is unrealistic in real printing scenarios. Therefore, the only constraints that can make a printing strategy invalid are geometric constraints. To formulate a set of geometric constraints, the space occupied by printing robots as well as the printed chunks need to be defined. In doing so, we need to ensure that geometric definition accurately represents the spatial constraints and at the same time, these definitions are simple enough for efficient computation. Therefore, a balance
between the accuracy and computational efficiency must be achieved. In this paper, we use the concept of the bounding box to define and formulate the geometric constraints:

1. **Accessible space of robot:** We define accessible space (AS) of a robot, $A_{SR,i}$, as the 3D space occupied by the printing robot, $i$. We adopt a combination of 3D geometries such as cuboids to represent this space as shown in Figure 8. The defined AS of a robot is dynamic as the position of the AS changes as the robot moves in the XY plane. Meanwhile, the shape of the AS may change if the nozzle height changes in the Z-direction.

2. **Occupied space of printed chunks:** We define occupied space of printed chunks, $A_{S_c}$, as the 3D space that is being occupied by the chunks that have already been printed, including the finished portion of chunks under printing. The shape of the occupied space is dynamic as the shape will change as the printing progresses. For example, upon the completion of the central seed chunk, the shape of occupied space will be the same as the shape of that chunks, i.e., a trapezoidal prism.

3. **Swept volume of robot:** Swept Volume, $S_{VR,i}$, is a volume formed by accessible space of a robot (AS) as robots move between the extreme points of chunks in XYZ space while printing a chunk. Since swept volume is a function of time, it can be defined at three different levels: chunk-level, layer-level, and line-level (i.e., the G-code level).
   a. Swept volume at chunk-level is the swept volume defined as robot moves between extreme points of the chunk that is being printed, in all three dimensions. It is defined over a longer period of time (from the start to completion of a chunk).
   b. Swept volume at layer-level is swept volume defined as a robot moves from one extreme point to another of a particular layer in XY-plane and is defined over a slightly shorter period of time (from the start to completion of a layer).
   c. The line-level swept volume is defined as robot moves from beginning to the end of G-code line command. This is defined over the shortest time period among all three (from the start to the end of G-code line command in slicer).

With these concepts defined above, we develop geometric constraints. For any valid scaling strategy for C3DP, the following two conditions must be satisfied:

1. A robot, $i$, does not collide with any other robots if and only if the swept volume of robot, $S_{VR,i}$, does not overlap with a swept volume of other robots, $S_{VR,j}$, and $i \neq j$ at any time during the entire printing process, i.e.,

   \[ S_{VR,i}(t) \cap S_{VR,j}(t) = \emptyset, \quad i = 1,2,3,...,n; \quad j = 1,2,3,...,n; \quad j \neq i \]  

   \hspace{1cm} (11)

2. A robot, $i$, does not collide with already printed chunks if and only if the accessible space of a robot ($A_{SR,i}$) does not intersect with the occupied space of printed chunks ($A_{S_c}$).

   \[ A_{SR,i}(t) \cap A_{S_c}(t) = \emptyset, \quad i = 1,2,3,...,n \]  

   \hspace{1cm} (12)
The equations (11) and (12) provides the mathematical representation of the geometric constraints that can be algorithmically checked for a given DDT of a printing strategy. Equation (11) will be first checked on the chunk level. No further check is needed if there is no violation on the chunk level. On the other hand, if there is a violation of equation (11) at chunk level, there is potential for collision between the printing robots, i.e., there is an intersection between the volumes swept out by the active robots while completing the assigned chunks, as marked in red in Figure 9(a) and (b). This, however, does not assure collision between the robots as shown in Figure 9(a). For the robots to have collision, both of them have to occupy the same location at the same time, as shown in Figure 9(b). In order to avoid such scenarios (scenario shown in Figure 9(a), where the swept volume of the robots intersect each other but the actual collision does not take place), we do the check at layer-level. No further check is needed if the layer-level check passes. Otherwise, a line-level check will be conducted for the reason specified earlier. If the line-level check fails, we can conclude the strategy is invalid. The reason for defining the swept volume on three different levels is because it is most computationally efficient to do chunk-level check, but it is also most conservative since many valid strategies can be ruled out if only chunk-level check is performed. The layer-level and line-level checks are more accurate but require more frequent check, which is computationally taxing. Thus, for any printing strategy represented by a DDT, along with the sliced G-code for each chunk, we can perform a check against the geometric constraints in equations (11) and (12) based on the timing sequence defined by the DDT. This provides a simple, go or no-go type of output to ensure the validity of any printing strategy represented by a DDT.
Two Robots (R1 and R2) working on print chunks C1 and C2 respectively. The dotted region shows the swept volume (SV) of the robots. POS represents location of robots at different time (a) Scenario where the swept volume of robot, R1, and R2 intersect but there is no collision between the robots because they are at different location at time, t=1 (b) Scenario where the swept volume of the robot, R1, and R2 intersect and there is collision between the robots because they are at the same location at time, t=1.

4.3 Validation of SPAR3 Strategy

Before implementing a printing strategy, it needs to be ensured that the strategy is valid. In order to do so, geometric constraints developed in Section 3.2 are to be scrutinized against the generated print sequence to make sure that no constraints are violated during the print sequence. In this section, we follow the steps below to validate the propose SPAR3 strategy, which can also be used to check the validity of any other printing strategies:

1. Chunking: Generate chunks for a given CAD model using the chunker;
2. DDT Construction: Construct the DDT for the given printing strategy (e.g., SPAR3);
3. Slicing: Generate toolpath (e.g., G-code) for all the chunks;
4. Constraints checking:
   a. Check the constraints in equation (11)
      i. Chunk-level checking: if pass, go to step 4.b; otherwise, go to step 4.a.II;
      ii. Layer-level checking: if pass, go to step 4.b; otherwise, go to step 4.a.III;
      iii. Line-level checking: if pass, go to step 4.b; otherwise, go to step 5;
   b. Check the constraints in equation (12)
5. Output: if any check in step 4.a or 4.b fails, the printing strategy is invalid; otherwise, it is a valid strategy.

The flow chart of this algorithm is shown in Figure 10. An algorithm is developed to check the validity of the SPAR3 strategy, and the results show it is valid.
5. RESULTS AND DISCUSSION

The SPAR3 strategy and the evaluation framework were tested on two different jobs with different complexity of geometry: a simple rectangular prism and a topographical map of the State of Arkansas. Based on the SPAR3 strategy, DDT was generated for each model. The validity of the generated sequence from the DDT was checked by ensuring none of the defined geometric constraints were violated. Once verified, the strategy was implemented using our previously developed chunk-based slicer [1], from which the G-code file is generated, and the printing process can be therefore simulated. In this paper, our previously developed simulator [1] was extended for multi-robot simulation. The results of printing time obtained from both the theoretical estimate (i.e., equation (10)) and the computer simulation are compared and presented below.

In [1], we developed a chunker (that takes a CAD model and divides it into chunks based on set criteria), a slicer (that slices those chunks into layers and generates G-code commands of printing, such as tool path, speed, material extrusion etc.), and a simulator (that visualizes and animates the printing process based on those commands) for the two-robot printing strategy [1]. In this study, we have expanded the functionality of the chunker, slicer, and simulator software to allow an arbitrary number of robots.

The simulator is built in Blender environment using a Python script and reads in the text commands (G-code commands) which are generated from our chunk-based
slicer and then animates the motions based on the commands [1]. It takes the same G-code command that an actual 3D printing robot does and uses the same time prediction algorithm that is used in conventional 3D printers. The repositioning moves of mobile robots are included in the G-code and thus accounted for in the time estimation. While there is some discrepancy between the actual printing time and the estimated print time [24] due to accelerations and decelerations settings of the printer, the simulation time is fairly close to the actual print time (although the discrepancy can increase with the complexity of the geometry). To reduce computational cost, simulations are rendered such that a single frame represents 140 seconds of real time. This reduces the time taken to render a scene by reducing the total number of frames in the simulation but at the same time gives us accurate print time. Our testing methodology is to compare the number of frames needed to fully print a 3D object, i.e., the amount of real time it would take to complete a print – across three strategies: (1) Single robot printing, (2) Two robot printing, and (3) the SPAR3 strategy with up to 16 robots. This simulated data will be compared against predictions from our DDT-based evaluation detailed in Section 3.1.

Table 1 shows the default parameters for our simulation environment:

<table>
<thead>
<tr>
<th>Table 1. Parameter settings for the simulation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Robot width:</td>
</tr>
<tr>
<td>16cm</td>
</tr>
<tr>
<td>Robot build depth:</td>
</tr>
<tr>
<td>4cm</td>
</tr>
<tr>
<td>Robot printhead slope:</td>
</tr>
<tr>
<td>60°</td>
</tr>
<tr>
<td>Slice thickness:</td>
</tr>
<tr>
<td>1.6mm</td>
</tr>
<tr>
<td>Infill type:</td>
</tr>
<tr>
<td>Solid</td>
</tr>
<tr>
<td>Time per frame:</td>
</tr>
<tr>
<td>140s</td>
</tr>
</tbody>
</table>

The first model is a simple rectangular prism, $280cm \times 24cm \times 2cm$ with a total volume of $13,400 \text{ cm}^3$. The snapshots of the print sequence are depicted in Figure 11(a) numbered 1 through 6. The second model is a topographic map of the State of Arkansas, approximately $232cm \times 87cm \times 2.5cm$ with the total volume of approximately $19,524 \text{ cm}^3$. The print sequence of this model is illustrated in Figure 11(b) and is numbered 1 through 6 as well.

Table 2 shows the estimated and simulated time as the number of hours it takes for both printing jobs. The estimated time is calculated based on equation (10), whereas, the simulated time is the total time it took the robots to complete the print job in the simulation.
Table 2 provides two very important information. First, the results indicate that the SPAR3 significantly speeds up the printing process. For example, if 6 robots are used to print a rectangular prism instead of 1, the print time shortens from almost 191 hours (almost 8 days) to a little over 41 hours (less than 2 days). With only two robots, we see speedup results similar to estimates from our previous work [1]. However, with the new SPAR3 scaling strategy, we are able to parallelize the workload to at least 16 robots (and potentially more for larger print objects). The speedup shows linear growth with the number of robots for a rectangular prism as shown in Figure 12. The same graph also shows linear growth at the beginning for the Arkansas model, but the growth is not as significant towards the end. We expect the rectangular prism model to follow a similar trend as the number of print robots employed increases further. This is expected because once the number of robots to fully parallelize the printing is achieved, adding a number of the robots would not result in a reduction of print time further as the additional robots are not utilized for printing. The upper limit (number of robots) at which the speedup stops improving can be obtained using modified Amdahl’s law from our previous work [1].
Table 2. Estimated time vs simulated time of printing a rectangular prism model (left) and Arkansas model (right). The first column provides the number of printing robots

<table>
<thead>
<tr>
<th>Robots</th>
<th>Rectangular Prism Model</th>
<th>Arkansas Model</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Estimated Time (h)</td>
<td>Simulated Time (h)</td>
</tr>
<tr>
<td>1</td>
<td>188.46</td>
<td>190.63</td>
</tr>
<tr>
<td>2</td>
<td>120.09</td>
<td>120.09</td>
</tr>
<tr>
<td>4</td>
<td>61.41</td>
<td>60.98</td>
</tr>
<tr>
<td>6</td>
<td>41.49</td>
<td>41.34</td>
</tr>
<tr>
<td>8</td>
<td>31.34</td>
<td>31.31</td>
</tr>
<tr>
<td>10</td>
<td>25.51</td>
<td>25.39</td>
</tr>
<tr>
<td>12</td>
<td>21.39</td>
<td>21.39</td>
</tr>
<tr>
<td>14</td>
<td>18.51</td>
<td>18.51</td>
</tr>
<tr>
<td>16</td>
<td>16.57</td>
<td>16.53</td>
</tr>
</tbody>
</table>

The rectangular prism works very well with the SPAR3 strategy due to the fact that all the chunks have roughly the same volume, and every robot has exactly two chunks to print per row. This maximizes the amount of parallelization that can occur at any given point in time. Whereas, the Arkansas topographical map has an irregular shape that results in the volume of chunks being significantly different. This causes multiple robots to wait for long periods of time before they can begin while others are still working on their assigned chunks because of chunk dependencies. As a result, the Arkansas model sees worse speedup (the orange dot line in Figure 12 compared to that of the rectangular prism shape (the blue dot line in Figure 12). This leads us to the conclusion that if we desire to further decrease the total print time using SPAR3 strategy, the more uniform volumetric size of chunks is preferred.

Figure 12 Graph showing the total number of robots used vs. the speedup of execution of printing task
Second, it provides a comparison between the estimated time and simulated time. **Figure 13** provides the graphical representation of the error percentage calculated using the estimated time and the simulated time against the total number of robots used. The estimated time for the rectangular prism shows lower error percentage ( > 1.15%) and stays relatively steady with the change in the number of robots. On the other hand, the error percentage for the Arkansas model fluctuates (between 0.02 — 7.0%) and is higher for a larger number of robots. This discrepancy is the result of the non-uniform volume of chunks. Additionally, unlike for the rectangular prism, the trend of error is not very obvious. Though the overall error is not very high, the error percentage fluctuates between different printing scenarios in both cases. In addition to the impact of non-uniform chunk volume, the repositioning moves is the most likely factor causing this fluctuation. Different printing scenarios with different number of robots results in different number of repositioning moves during printing, which causes the said fluctuation between different printing scenarios. Nonetheless, equation (10) provides a fast approach to estimate the printing time with reasonable accuracy.

![Graph showing the total number of robots used vs. the error percentage](image)

**Figure 13** Graph showing the total number of robots used vs. the error percentage

### 6. CONCLUSIONS AND FUTURE WORK

Cooperative 3D printing represents a possible model for a future autonomous factory, which employs a swarm of autonomous mobile robots to print and assemble products based on digital models. In our previous work, we developed a chunk-based printing method for cooperative 3D printing with two robots. In this paper,

1. We presented a heuristic scaling strategy that enables cooperative 3D printing with many robots.
2. We constructed a formal mathematical language to describe a printing strategy using a directed dependency tree, which allows us to formulate a generic evaluation framework for different printing strategies. The evaluation framework
can be used to check the validity and estimate the total printing time of any printing strategy. This method provides a better estimate over previously used Amdahl’s law to calculate the total print time.

3. In order to check the validity of a printing strategy, we developed a set of geometric constraints. A printing strategy is guaranteed to be valid if none of the geometric constraints are violated. These geometric constraints were used to check for robot-robot collision and robot-to-printed part collision.

   a. To ensure no robot-to-robot collision occurs, swept volume of printing robots over a varied time period is defined: chunk-level (beginning to the end of chunk printing), layer-level (beginning to the end of layer printing) and, line-level (beginning to the end of G-code line command printing) and checked for a non-zero intersection.

   b. To ensure no robot-to-printed part collision occurs, accessible space of printing robot and occupied space of printed part is defined and checked for a non-zero intersection.

4. The SPAR3 strategy was then validated and evaluated using the developed framework. The evaluation framework and a simulation tool are used to estimate the total printing time of the SPAR3 strategy. Results show significant speed-up as the number of robots increases.

To obtain optimal printing strategy for cooperative 3D printing, it is paramount to have a solid framework to aid the development of one. And the framework developed using a heuristic search in this paper provides just that. Thus, this paper provides a solid foundation for the development and optimization of printing strategies in more complicated situations such as printing complicated geometric shapes with intricate chunk dependencies. The issue of scalability, which has been Achilles heel of AM as well as a difficult task for cooperative 3D printing (due to difficulties associated with logistics, task management, and collision avoidance) can be addressed with SPAR3 strategy proposed in this paper. Combined with the mathematical representation of geometric constraints as well as the evaluation metrics developed, it could be adopted to implement fully autonomous digital factories and be used to optimize the operation of the factories.

The research of cooperative 3D printing is still in its infancy and further research is needed to realize the ultimate vision of fully autonomous digital factories. Listed below are some potential research directions that can be extended from this work.

1. Because the evaluation framework and geometric constraints developed in this paper can be used for any other scheduling strategy, an optimization framework for the scheduling strategy may be developed.

2. As the complexity of a part’s geometry increases, robust chunking strategy is needed to ensure good printing quality and performance. The inter-dependency between the chunking strategy and scheduling strategy also needs to be studied (e.g., how the chunking parameters should change based on the number of robots available and the complexity of the desired part).
3. For a complex part, that is wide and tall (taller than the maximum allowed by the chunking constraints), chunking in both XY-direction and Z-direction will be needed. For such cases, a new scheduling strategy needs to be developed.

4. For features that require high accuracy (higher than the print resolution of 3D printers), a study is needed for introducing a heterogeneous swarm of robots (e.g., robots carrying machining tool heads along with material deposition tool heads with different resolutions).

**NOMENCLATURE**

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>SPAR3</td>
<td>Scalable Parallel Arrays of Robots for 3D Printing</td>
</tr>
<tr>
<td>AM</td>
<td>Additive Manufacturing</td>
</tr>
<tr>
<td>DDT</td>
<td>Directed Dependency Tree</td>
</tr>
<tr>
<td>$SV_{R,i}$</td>
<td>Swept Volume of robot $i$</td>
</tr>
<tr>
<td>$AS_{R,i}$</td>
<td>Accessible space of robot $i$</td>
</tr>
<tr>
<td>$AS_c$</td>
<td>Accessible space of a chunk</td>
</tr>
<tr>
<td>$\theta_c$</td>
<td>Angle of sloped bonding interface between the chunks</td>
</tr>
<tr>
<td>$\theta_e$</td>
<td>Angle of the exterior of the extruder nozzle from vertical</td>
</tr>
<tr>
<td>$h$</td>
<td>Tallest height of the chunk</td>
</tr>
<tr>
<td>$D_c$</td>
<td>Overall depth of each chunk</td>
</tr>
<tr>
<td>$D_e$</td>
<td>Reach of printhead</td>
</tr>
<tr>
<td>$W_r$</td>
<td>Width of the robot</td>
</tr>
<tr>
<td>$W_c$</td>
<td>Width of the chunk</td>
</tr>
<tr>
<td>$t(c_i)$</td>
<td>Total time required to print a single chunk, $c_i$</td>
</tr>
<tr>
<td>$T(D, c_m)$</td>
<td>Total time required to print chunk and all its dependencies, $c_m$</td>
</tr>
</tbody>
</table>
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<td>Table 2</td>
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</tbody>
</table>

**Figure caption list**

| Figure 1 | Illustration of chunk-based cooperative 3D printing: two mobile 3D printers working together to print a large object one chunk at a time. Each chunk is printed layer by layer. The chunks are marked by alternating blue and red colors |
| Figure 2 | Flowchart showing the discrete stages of cooperative 3D printing |
| Figure 3 | (a) Top exploded view of a part showing individual chunks (both rows and columns are numbered). (b) Dimetric view of the part showing chunk’s boundary. (c) Dimetric exploded view. (d) Dimension of a center chunk |
| Figure 4 | (a) Illustration of chunk’s dimension and printing limitations on the slope, (b) Comparison of chunk width with the width of the robot, (c) Dimension of the top base of center chunk and distance between the nozzle and the |
hardware end and, (d) scenario showing collision between the hardware when the top base of the chunk is too narrow to fit the hardware while printers are working on opposite rows of center chunk row.

Figure 5 Illustration of rectangular prism being printed using the SPAR3 strategy with four robots. Printing starts with the center chunks seed chunks. Chunks that are being worked on at each step are represented in red color whereas the completed ones are represented in blue.

Figure 6 (a) Simple two-robot chunking and (b) dependency tree.

Figure 7 (a) Four-robot chunking and (b) dependency tree.

Figure 8 Bounding box of a robot and printed chunk.

Figure 9 Two Robots (R1 and R2) working on print chunks C1 and C2 respectively. The dotted region shows the swept volume (SV) of the robots. POS represents location of robots at different time (a) Scenario where the swept volume of robot, R1, and R2 intersect but there is no collision between the robots because they are at different location at time, t=1 (b) Scenario where the swept volume of the robot, R1, and R2 intersect and there is collision between the robots because they are at the same location at time, t=1.

Figure 10 Algorithmic Flowchart of validation of SPAR3 strategy.

Figure 11 (a) The rectangular prism being printed from start to finish. (b) The Arkansas topographic map being printed from start to finish.

Figure 12 Graph showing the total number of robots used vs. the speedup of execution of printing task.

Figure 13 Graph showing the total number of robots used vs. the error percentage.